# How to approach a design problem:

## Overview: (1-2mins)

It's important to think like the person who is interviewing you. There are two situations to consider when doing this: either you have knowledge about the design problem being asked, or you don't. In either case, it's helpful to align your thinking with the interviewer's perspective.

### When you know the system/problem then you can reply like

Thank you for your question. If I understand correctly, you are asking me to design a system with certain specific features, such as this, this, and this. Is that correct understanding of what you are looking for me to design?

Just to clarify, when you say "designing XYZ," are you asking me to create an entity design in which various entities that work together within the XYZ system? Or do you mean that you want me to develop a complete working system for XYZ, which would involve other related classes in addition to the entities involved in the XYZ system?

Can you clarify how the XYZ system will receive input? Should I create a REST API or for now can it accept input from the command line or have default values already set in the Main program?

If we want to save data in the XYZ system, we may need to use a database. Should I set up a connection to the database, or is it okay to temporarily store the data in the memory for now?

### When you don’t know the system

Thanks for the question but, unfortunately, I am not really aware of what XYZ systems are. Do you mind giving a brief overview of what you mean by XYZ system so, I can proceed accordingly with requirement gathering or probably asking some questions around that etc? And then proceeding with the design.

A few questions: repeat the same as above.

## Gather Req & Clarify Req: (5-8 mins)

1. Suggest ideas with rationale and ask if we should suggest that.
2. Suggest 5-8 core features that are easy to code. Don’t suggest complex ideas.
3. Try to visualize the system/entities and suggest ideas from what you visualize.
4. List down the point/requirement that is confirmed
5. For every feature, think if there are any edge cases or future scope changes (can feature evolve in the future) and clarify the same with the interviewer.

## Class Diagram:

1. Try to visualize the requirements.
2. Visualize the system by going outside to inside of the system to figure out different entities.
3. Find all nouns in the requirement
4. You are not expected to come up with all classes that will be there when you will code the system.
5. Instead, you are expected to come up with all entities, interfaces & enums around those and any classes wrt design patterns.

## Schema Design:

1. For each class that represents an entity in the class diagram, create a table in the schema design.
2. For each primitive attribute (int/boolean/string) in each entity class, put that attribute as a column in the corresponding table (non-object & non-associative attribute)
3. For every non-primitive attribute (relation with another class)

* Find the cardinality of the relation
* Represent that relation as per rules to represent that cardinality.

1. Inheritance is not represented by multiple tables with the same attributes. Instead, one table with common attributes and other tables with specific attributes and foreign keys.

## How to Code:

1. Project Structure (your code base should be structured as per the best practice in the industry). EX: MVC architecture
2. At least some of the requirements must be running end to end.
3. Code all the models (classes in the class diagram) first.
4. Go requirement by requirement in any order. The most preferable requirement should be an independent one or an easy one than others. Try to build the main core feature then go with other features.
5. While implementing requirements, implement each class/interface needed to satisfy that requirement.
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1. The model represents entities/data that are used to store in DB via repository.